**Exercise 1: Implementing the Singleton Pattern**

package package1;

public class SingletonDemo {

static class Logger {

private static Logger *instance*;

private Logger() {

System.***out***.println("Logger initialized.");

}

public static Logger getInstance() {

if (*instance* == null) {

*instance* = new Logger();

}

return *instance*;

}

public void log(String message) {

System.***out***.println("[LOG] " + message);

}

}

public static void main(String[] args) {

Logger logger1 = Logger.*getInstance*();

logger1.log("App started.");

Logger logger2 = Logger.*getInstance*();

logger2.log("User logged in.");

if (logger1 == logger2) {

System.***out***.println("Both loggers are the same instance.");

}

}

}

**Output**

|  |
| --- |
|  |

**Exercise 2: Implementing the Factory Method Pattern**

package package1;

public class Factorypatterndemo {

interface Document {

void open();

}

static class WordDocument implements Document {

public void open() {

System.***out***.println("Opening Word document.");

}

}

static class PdfDocument implements Document {

public void open() {

System.***out***.println("Opening PDF document.");

}

}

static class ExcelDocument implements Document {

public void open() {

System.***out***.println("Opening Excel document.");

}

}

static abstract class DocumentFactory {

public abstract Document createDocument();

}

static class WordDocumentFactory extends DocumentFactory {

public Document createDocument() {

return new WordDocument();

}

}

static class PdfDocumentFactory extends DocumentFactory {

public Document createDocument() {

return new PdfDocument();

}

}

static class ExcelDocumentFactory extends DocumentFactory {

public Document createDocument() {

return new ExcelDocument();

}

}

public static void main(String[] args) {

DocumentFactory wordFactory = new WordDocumentFactory();

Document wordDoc = wordFactory.createDocument();

wordDoc.open(); // Output: Opening Word document.

DocumentFactory pdfFactory = new PdfDocumentFactory();

Document pdfDoc = pdfFactory.createDocument();

pdfDoc.open(); // Output: Opening PDF document.

DocumentFactory excelFactory = new ExcelDocumentFactory();

Document excelDoc = excelFactory.createDocument();

excelDoc.open();

}

}

**Output:**

|  |
| --- |
|  |

**Exercise 3: Implementing the Builder Pattern**

package package1;

public class BuilderDemo {

static class Computer {

private final String cpu;

private final int ram;

private final int storage;

private Computer(Builder builder) {

this.cpu = builder.cpu;

this.ram = builder.ram;

this.storage = builder.storage;

}

static class Builder {

private String cpu;

private int ram;

private int storage;

public Builder setCpu(String cpu) {

this.cpu = cpu;

return this;

}

public Builder setRam(int ram) {

this.ram = ram;

return this;

}

public Builder setStorage(int storage) {

this.storage = storage;

return this;

}

public Computer build() {

return new Computer(this);

}

}

public void displayConfig() {

System.***out***.println("Computer Configuration:");

System.***out***.println("CPU: " + cpu);

System.***out***.println("RAM: " + ram + "GB");

System.***out***.println("Storage: " + storage + "GB");

}

}

public static void main(String[] args) {

Computer computer = new Computer.Builder()

.setCpu("Intel i5")

.setRam(8)

.setStorage(512)

.build();

computer.displayConfig();

}

}

**Output:**

![](data:image/png;base64,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)

**Exercise 4: Implementing the Adapter Pattern**

package package1;

public class AdapterDemo {

interface PaymentProcessor {

void processPayment(double amount);

}

static class PayPalGateway {

public void makePayment(double amount) {

System.***out***.println("Payment of ₹" + amount + " processed using PayPal.");

}

}

static class StripeGateway {

public void executeTransaction(double amount) {

System.***out***.println("Payment of ₹" + amount + " processed using Stripe.");

}

}

static class PayPalAdapter implements PaymentProcessor {

private PayPalGateway payPal;

public PayPalAdapter() {

this.payPal = new PayPalGateway();

}

*@Override*

public void processPayment(double amount) {

payPal.makePayment(amount);

}

}

static class StripeAdapter implements PaymentProcessor {

private StripeGateway stripe;

public StripeAdapter() {

this.stripe = new StripeGateway();

}

*@Override*

public void processPayment(double amount) {

stripe.executeTransaction(amount);

}

}

public static void main(String[] args) {

PaymentProcessor payPalProcessor = new PayPalAdapter();

payPalProcessor.processPayment(1500.00);

PaymentProcessor stripeProcessor = new StripeAdapter();

stripeProcessor.processPayment(2500.00);

}

}

**Output:**
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**Exercise 5: Implementing the Decorator Pattern**

package package1;

public class DecoratorDemo {

interface Notifier {

void send();

}

static class EmailNotifier implements Notifier {

*@Override*

public void send() {

System.***out***.println("Sending Email Notification.");

}

}

static abstract class NotifierDecorator implements Notifier {

protected Notifier notifier;

public NotifierDecorator(Notifier notifier) {

this.notifier = notifier;

}

public void send() {

notifier.send();

}

}

static class SMSNotifierDecorator extends NotifierDecorator {

public SMSNotifierDecorator(Notifier notifier) {

super(notifier);

}

*@Override*

public void send() {

super.send();

System.***out***.println("Sending SMS Notification.");

}

}

static class SlackNotifierDecorator extends NotifierDecorator {

public SlackNotifierDecorator(Notifier notifier) {

super(notifier);

}

*@Override*

public void send() {

super.send();

System.***out***.println("Sending Slack Notification.");

}

}

public static void main(String[] args) {

Notifier notifier = new EmailNotifier();

Notifier smsNotifier = new SMSNotifierDecorator(notifier);

Notifier slackAndSmsNotifier = new SlackNotifierDecorator(smsNotifier);

slackAndSmsNotifier.send();

}

}

**Output:**
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**Exercise 6: Implementing the Proxy Pattern**

package package1;

public class ProxyDemo {

interface Image {

void display();

}

static class RealImage implements Image {

private String fileName;

public RealImage(String fileName) {

this.fileName = fileName;

loadFromRemoteServer();

}

private void loadFromRemoteServer() {

System.***out***.println("Loading image from remote server: " + fileName);

}

public void display() {

System.***out***.println("Displaying image: " + fileName);

}

}

static class ProxyImage implements Image {

private String fileName;

private RealImage realImage;

public ProxyImage(String fileName) {

this.fileName = fileName;

}

public void display() {

if (realImage == null) {

realImage = new RealImage(fileName);

}

realImage.display();

}

}

public static void main(String[] args) {

Image image1 = new ProxyImage("photo1.jpg");

image1.display();

System.***out***.println();

image1.display();

System.***out***.println();

Image image2 = new ProxyImage("photo2.jpg");

image2.display();

}

}

**Output:**

![](data:image/png;base64,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)

**Exercise 7: Implementing the Observer Pattern**

import java.util.ArrayList;

import java.util.List;

public class ObserverDemo {

interface Stock {

void register(Observer o);

void deregister(Observer o);

void notifyObservers();

void setPrice(double price);

}

interface Observer {

void update(double price);

}

static class StockMarket implements Stock {

private List<Observer> observers = new ArrayList<>();

private double price;

public void register(Observer o) {

observers.add(o);

}

public void deregister(Observer o) {

observers.remove(o);

}

public void notifyObservers() {

for (Observer o : observers) {

o.update(price);

}

}

public void setPrice(double price) {

this.price = price;

notifyObservers();

}

}

static class MobileApp implements Observer {

public void update(double price) {

System.***out***.println("Mobile App - Stock Price Updated: ₹" + price);

}

}

static class WebApp implements Observer {

public void update(double price) {

System.***out***.println("Web App - Stock Price Updated: ₹" + price);

}

}

public static void main(String[] args) {

StockMarket market = new StockMarket();

Observer mobile = new MobileApp();

Observer web = new WebApp();

market.register(mobile);

market.register(web);

market.setPrice(1200.50);

System.***out***.println();

market.setPrice(1305.75);

}

}

**Output:**

![](data:image/png;base64,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)

**Exercise 8: Implementing the Strategy Pattern**

package package1;

public class StrategyDemo {

interface PaymentStrategy {

void pay(double amount);

}

static class CreditCardPayment implements PaymentStrategy {

public void pay(double amount) {

System.***out***.println("Paid ₹" + amount + " using Credit Card.");

}

}

static class PayPalPayment implements PaymentStrategy {

public void pay(double amount) {

System.***out***.println("Paid ₹" + amount + " using PayPal.");

}

}

static class PaymentContext {

private PaymentStrategy strategy;

public void setPaymentStrategy(PaymentStrategy strategy) {

this.strategy = strategy;

}

public void executePayment(double amount) {

strategy.pay(amount);

}

}

public static void main(String[] args) {

PaymentContext context = new PaymentContext();

context.setPaymentStrategy(new CreditCardPayment());

context.executePayment(1500.00);

System.***out***.println();

context.setPaymentStrategy(new PayPalPayment());

context.executePayment(2400.50);

}

}

**Output:**

![](data:image/png;base64,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)

**Exercise 9: Implementing the Command Pattern**

package package1;

public class CommandDemo {

interface Command {

void execute();

}

static class Light {

public void turnOn() {

System.***out***.println("Light is ON");

}

public void turnOff() {

System.***out***.println("Light is OFF");

}

}

static class LightOnCommand implements Command {

private Light light;

public LightOnCommand(Light light) {

this.light = light;

}

public void execute() {

light.turnOn();

}

}

static class LightOffCommand implements Command {

private Light light;

public LightOffCommand(Light light) {

this.light = light;

}

public void execute() {

light.turnOff();

}

}

static class RemoteControl {

private Command command;

public void setCommand(Command command) {

this.command = command;

}

public void pressButton() {

command.execute();

}

}

public static void main(String[] args) {

Light light = new Light();

Command lightOn = new LightOnCommand(light);

Command lightOff = new LightOffCommand(light);

RemoteControl remote = new RemoteControl();

remote.setCommand(lightOn);

remote.pressButton();

System.***out***.println();

remote.setCommand(lightOff);

remote.pressButton();

}

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYcAAACeCAYAAADZsMaZAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAA7eSURBVHhe7d17rFxFHcDx2b5QCpZiX8aCJEYE/7mKKQ+DUckF0ZQYNEKMUQM0PNSkSiWABRsMjRCthL8gFCPBfxQ0ivgHlIaEmIDQgEYMGNAEsC0tjRbE1AD34f72nh/Oncc5cx67e3b7/STDPWfOzJyZuXt/v3t2b0Nnw4YNs8axe/e+7GjO2rVrsiMAwOGg85lz189LDu/tJoJQcnhs5absDG1yxoFtZo/z/QKAuhZkXwEAeFvyk8OOhx7OztAm55x9Fk8OABrHkwMAwENyAAB4SA4AAA/JAQDg6SUH+URaC0aP/f2jUCiUJkrnXOevleQvk8r8tdIRK08yx5x2eXek4oeQzvQb5sDvbzHTr+/NalCX/LWS+/1SXz9rd3bkm+ksMfc+vtz88z+LsxoA+L/ayWHN+XeY9xz6k+nMzhsmaHbBArN3yclm/2+/mdWgrrzkcNmn9pjPfntXdjbf07/ZYP7xwrPmvieXmX2vLclqAWBO7eSw6nN3mBMOPWY233xNVhN383d/aP52xKnmlfsuzWriXnzh79nRnPed8P7saLhkXm2Zi8hLDpd8Yq9Zf+UT2dl8ex79vjn4ykvmhW6C+N1Ty8z+xASxadPG7GjOtm23ZkfjT9au63X3QbV1P+y5AylqfyA9M/2m6XQ6veMPH7sotwhpn0eCrwZgLePKTYCuoutFpmY6ZnrGzCsX3nivueLW+82CxUeaY1Ye393fk825E69lPeIkuGiA0XK4s/dCi+5T28jc2kAiRUrB8NVPDlNvmiWLF/aOr775AfON639lvnbl3eYLl95uPv3lbb16Je2kfRE3IYxrgpB1xRKAJsg6JDnMzM7OK/sOvm6eeemAWXHKJrP69OvNSedtN1PT01mPfG6AaUvAaRP2BOOi9ttKy8++yXxk6Ytm4/e+9fbTQcwlV/7YPPn6cebgQ+G3oMoERDuoun10nKI2quw1t07k9Snijhm7R0je20oXnrHfnL/p0exszjnX/LT3dcdNF/W+il9v+5j5xWOrszNfmbck7N+a3T46TqhNrF+VPsK+JlLHtLnXtZ+wj0NC12P307ah67E+qui60nvY7L7CvmfsXnYbW969balPBcWfYKLfmnlyWDT35HDT7Y+YLbc8aK7+wX1m45Z7zKVX322+snG7ueLau3rXpV3Kk0MRDZ5a7MCs7DZ6rtz+tpSxXVX62Ow+OlYTpuVtpe7Tgl3UvPpuuyZo8NDiBhBht9HzUJ2tSh+h16WkjGmzr4f6l1U0nn1dz0N1Nvu6FPd6ilD/0Fh6L1uoL8ZHI585LM7eVrrsS6eajRd93Fx1+aS5buNnzY1XnW9+dN0F5obvfL53XdoVfeZQJBQ8QwHZbpMabFPHtjUVzPU+TYylpmY7Zmam+z3Kyr8Pze39Ue9YMq9e2tUVCx5u0LDb6HGozla3T0he/9haqgqN5wrNJ1SnUvc7j9u/jKp95deTlILhq50czOyMWbJ47u2k5cveaY495kizYvlSs/LYo8yqFUeb1SuXmVXvflfveq9dt30b5AX8smQsu1Qh/YoSUVlznzl0E0BWDrx2qFd/9NIj5tVLu3EkgVLLsNlzacN8VJ051emL9qufHLp5ftGiheae2+8y127dnltmOx3TMWkffvaTBGENxE0EYx3PLmVoYhDytakE0UsO3ej/x+f3mp899JTZcteOXv1pJx3fq9cybslBA5b8dqtl2Oy5tGFORXsk5xr0tZ0q6ovxUDs5vPnc/WbHc7PmgWffMg/+dapb3jIPWEXO5+qnzMPPT5n/Pv3zrKevycCYomwQ7wc7Maim9kGC/nT3yWDhwgXmnkf+bKa7iWDyoyeaCz450avXUpQc7EAxKoYZsNxg2lZ15khCGH+1k8Mb+/9iXn3iNvOvXXd2y0/MilWrzZtTM2+XlavXZNfuNAcfv8289eqLWc84NzDa56HAGQqwVVQd2+7j9s+TN3ZoLmXpk8MHj1tlfrnlq+bOTV80l68/3SxZtKjSk4ObIOzzUAJpS5B051UktpYUsTXb/cvOJyRlv8vcp86cmlgP2qd2cugsWGg+sP56s/SUi7vlIrPn5X3dym6wycruvS9n1y42J553g1mwKP9f4mqwlMCoxaWBU0tR8Hbl9S07tl7X9mWkjl1VLzl0nwyKSkpy0KAjgUCLSwOWllCQHISm5lE0hn09r53WaZum1FlnSl9t415L6YvRV/vfOWC48v6dw+kfKv6Xz+oPzyzLjjCOCOIoq4EPpNFWEvBTC8aXJAagLJIDMKb0bR/BUwPK4m2lEZf3thIAVMWTAwDAQ3IAAHhIDgAAT2fDhg3zPnMQfOYwOuQzBwBoWmdiYmJecli3bl0wOezaFf5/EQMAxg9vKwEAPCQHAICH5AAA8JAcAACesftAevPmzWbr1q3ZWbs0PTcZz9bWdfeDvZfuPqg274c9Z3eeTb9OqtD59XMe7jr7ve6mx9c9Eqnj2n2E2y9vjm5f0c/96tuTQ2ghg9CPzRrWWmJkPvoi0nK4s/dCi+5TW+k8MafpvXC/902PX+b7l/ozK/V5r1m3fz9f37ytNKLcF5d7DvakKjvg9DP4HG6a/pnt9+u7keTgvoD0XL6GrsXq9at9rF/tehGqE7HzWHthX3Ov63nsWqhepVwvS/qkvijy7q91oTahOqHnoeuhOmVfc6/reey6KroeI3sV6hMbT89D10N1tqLrVdnj2mPH7uO2sUsq2bfY60zHyRs7pY0rdj3W364PXdOv9nGItgldt/vG2hSRPkU/s1XGdekYoXlqnVtvc9ss6v23Ih3EXbj+QLr1bl3RubDr5FiKcOvcfrbQGG57+9y+Ll9D7d26lHOXjq3HTSqaj7Dr5Nidi9bFxkntI2JjCPs81D90XkfK+O58hFuXOkYTQmNLSblv0fUqQvd1pbQpUjTf2Nrka1FfEZqj28euk+OUceuQsaveo2j+IrVN5ScH6SxSFxCakCt03a7T41BdnqL2KWPYitYSuh5rr/W6n02I3d+9h91Gj0N1trp9QvL6l9nLFKHxXKH5hOpU6n5X5Y5dRtm+obWE1pGy3pQ2eUJzseVdSxEaPzRHu03de8ZUGTc2f1vKGmNtSicHGUgHcwcson21tEnZedntU/vE6F42MVZbNbVXTbDn0ob5pKgz3zp9y/6MD1qdtbVdaE32evv9vSmdHHRCVb4ZGgTtMmz2RpeZk92+TL8Y3c+647RN1f3tJ3subZlTTNH+ybm+drSdKurrssexi9a1ic4tdW2jJraeQa630ttKOjn7xTPKBrHRMe6LvIju+ygZ9v4O8/5NqDP/sn2lfai0UVvn5ZJ5jmKcrPXXSvrCSV243a6tm9XEWkJ7EhpX6nQPy8obP3b/KvdpmjuvIql7GRJbs92/7HxCmtzvon515tvEWlXKelPa5Anta0xqO1to/LJzLCN0LxWaf5n1x6SsMdam1l8rqdBm2jeUYz13JzFs7sa456LqWlLGrSLl/u79qt6rrtA88uYdUzRGaMzQmrVvlTnkCa2zjNh8QuO6bbXOvWdKXxWrt9n3CI3tSmmTIjRGaGz7XNh1sXuHxukHvY87x0FIXaPbhv+fAzAE8oPYr0DUbylzH+X1ldXPtQ5zH2u9rQSgOvnBl4LRNIjvnySGYbxG5J48OQAoRQIHTw7jxU1A8r0jOQAAPMnJ4cwzz8zOAADjLjk5bN++PTsDAIw73lYCAHj4ayUAgIfkAADwkBwAAJ6+J4edO3f2SlV1+lZVd84AMOoqJ4c2Bs9RC+iahOxiC9WJUB0ANKnvTw6Tk5O9MkoGMWcN8HovvR+BH0Ab8JnDELkJKJQgpI6EAWDQKv87BwlYbnCzuQEt1jYW+OxA6QZId6zYGCpvnrbUOYsybV26phi97n5VRf0BoK6+PTlI8NISo0HObev2cdvJuU3r7WO7pErtE5t3P7lrBoB+Gom3lQYRfNvscF8/gMHjM4cKJFjLb/KD/m2epwcAgzL05KBBVsuo/JYs87SThJR+4ukBwCANPTlokNVSV7+DtKvqvGPzlPom9gEA6hirt5VGJajqPN0EUZTYpN+gkx+Aw1OtP2UNiQU+mx3EQ+3c6/a5CNXZ3DHz2tqamnOqonFC69Q+Ve4HAKmG+v9zCAU/EasHAAwGf60EAPAM/f8EV/TWCgBg8PjfhAIAPLytBADwkBwAAB6SAwDAQ3IAAHhIDgAAD8kBAOAhOQAAPCQHAICH5AAA8JAcAAAekgMAwENyAAB4SA4AAA/JAQDgITkAADwkBwCAh+QAAPCQHAAAHpIDAMBDcgAAeEgOAAAPyQEA4CE5AAA8JAcAgKfvyWHnzp29UlWdvlXVnTMAjLrKyaGNwXPUAromIbu4Qm2k2ELXpQBAVZ2JiYnZ7Lhn3bp1ZvfufdnZnLVr15hdu3ZlZ3Mk+ExOTmZn/VPmPoOaUxM0eNvzjdUVrWmU1g1gNPCZwxC5AV3PNUkAwLD07cnBDXCxtrFAaAdKObbbuWPFxlB587SlzlmUaevSNcXY14vaipQ2AFBG354cJFhpidGg5rZ1+7jt5Nym9faxXVKl9onNGwDGxUi8rXS4B19JRm5xpbQBgFR85lCBJKtBBmD7CUWLK6UNAKQaenKwf9OVMipBTQOwPXcAGBdDTw4aZLXUNeggXXXesXlKfRP7AAB1jNXbSqMSVHWeboLg6QNAW9T6U9aQWOCz2UE81M697gb9UJ3NHTOvra2pOadKGadorSKlDQCUUTk5NCEW1Ah2ADBc/LUSAMAz1CcHkfLWCgBgsIaeHAAA7cPbSgAAD8kBAOAhOQAAPCQHAICH5AAA8JAcAAAekgMAwENyAAB4SA4AAA/JAQDgITkAADwkBwCAh+QAAPCQHAAAHpIDAMBDcgAAeEgOAAAPyQEA4CE5AAA8JAcAgIfkAADwkBwAAB6SAwDAQ3IAAHhIDgAAD8kBAOAhOQAAPCQHAICH5AAA8JAcAAAekgMAwENyAAB4SA4AAA/JAQDgITkAADwkBwCAh+QAAPCQHAAAHpIDAMBDcgAAeEgOAAAPyQEA4CE5AAA8JAcAgIfkAADwkBwAAA5j/ge28TzPlCDLcQAAAABJRU5ErkJggg==)

**Exercise 10: Implementing the MVC Pattern**

package package1;

public class MVCDemo {

static class Student {

private String name;

private String id;

private String grade;

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getId() {

return id;

}

public void setId(String id) {

this.id = id;

}

public String getGrade() {

return grade;

}

public void setGrade(String grade) {

this.grade = grade;

}

}

static class StudentView {

public void displayStudentDetails(String name, String id, String grade) {

System.***out***.println("Student Details:");

System.***out***.println("Name: " + name);

System.***out***.println("ID: " + id);

System.***out***.println("Grade: " + grade);

}

}

static class StudentController {

private Student model;

private StudentView view;

public StudentController(Student model, StudentView view) {

this.model = model;

this.view = view;

}

public void setStudentName(String name) {

model.setName(name);

}

public String getStudentName() {

return model.getName();

}

public void setStudentId(String id) {

model.setId(id);

}

public String getStudentId() {

return model.getId();

}

public void setStudentGrade(String grade) {

model.setGrade(grade);

}

public String getStudentGrade() {

return model.getGrade();

}

public void updateView() {

view.displayStudentDetails(model.getName(), model.getId(), model.getGrade());

}

}

public static void main(String[] args) {

Student model = new Student();

model.setName("Varshitha");

model.setId("S101");

model.setGrade("A");

StudentView view = new StudentView();

StudentController controller = new StudentController(model, view);

controller.updateView();

System.***out***.println();

controller.setStudentName("Kavya");

controller.setStudentGrade("A+");

controller.updateView();

}

}

**Output:**

![](data:image/png;base64,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)

**Exercise 11: Implementing Dependency Injection**

package package1;

public class DependencyInjectionDemo {

interface CustomerRepository {

String findCustomerById(String id);

}

static class CustomerRepositoryImpl implements CustomerRepository {

public String findCustomerById(String id) {

return "Customer[id=" + id + ", name=Varshitha]";

}

}

static class CustomerService {

private CustomerRepository repository;

public CustomerService(CustomerRepository repository) {

this.repository = repository;

}

public void getCustomer(String id) {

String customer = repository.findCustomerById(id);

System.***out***.println(customer);

}

}

public static void main(String[] args) {

CustomerRepository repository = new CustomerRepositoryImpl();

CustomerService service = new CustomerService(repository);

service.getCustomer("C101");

}

}

**Output:**
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